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Abstract

We present the best known separation between tree-like and gen-
eral resolution, improving on the recent exp(n°) separation of [ BEGJ98].
This is done by constructing a natural family of contradictions, of size
n, that have O(n)-size resolution refutations, but only exp(£2(n/logn))
size tree-like refutations. This result implies that the most commonly
used automated theorem procedures, which produce tree-like reso-
lution refutations, will perform badly on some inputs, while other
simple procedures, that produce general resolution refutations, will
have polynomial run-time on these very same inputs. We show, fur-
thermore that the gap we present is nearly optimal. Specifically, if
S (St) is the minimal size of a (tree-like) refutation, we prove that
St = exp(O(Sloglog S/ log S)).
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1 Introduction and Main Results

The resolution refutation system is one of the oldest and most commonly
methods for proving the unsatisfiability of CNF formulas, and is interesting
from a theoretical as well as practical point of view. From the theoretical
point of view, this system is fairly simple, as it has a single derivation rule,
and all proof-lines are clauses. Still, in spite of its simplicity, we do not
understand it fully, and there remain several interesting and important open
problems regarding this system. One such natural question, solved in this
paper, is the following:

Question: What is the largest possible gap between the minimal number of
lines (=clauses) in a refutation, versus the minimal number of lines in
a tree-like refutation 7

“tree-like” means that each non-axiom line is a premise for at most one
other line in the refutation.

In order to understand the appeal of resolution to automated theorem
proving (ATP) let us recall the ATP problem: Given a contradiction T, try
to find a refutation of 7 in the most efficient way, in terms of time and
space. Let us look at the following couple of natural methods for finding
such a refutation.

Recursion: pick a variable z, and recursively try to refute 7, and 77, which
are the restrictions of 7 to x = 0, (x = 1 resp.). Such methods are
called DLL-Procedures.

Dynamic Programming (also known as Davis-Putnam): Start from the
axioms T, arbitrarily derive new clauses 7', using the resolution rule,
and set 7 < 7 UT’. Repeat this procedure until the empty clause is
derived. If one picks a variable z and performs all possible resolutions
on it, the method is called a DP-procedure.

Let us briefly describe the pros and cons of these methods, and their nat-
ural connection to resolution. The recursive procedure has recursion depth
that is bounded by the number of variables, thus it is extremely space-efficient
- the space required is at most linear in the input size. Its main flaw is that
it corresponds to a decision-tree for the problem of finding a clause falsified
by an assignment to the variables. It turns out that such a decision-tree



is a tree-like resolution refutation of 7 (see lemma 7). Thus, the recursive
method will be time-costly on inputs that do not have short tree-like resolu-
tion refutations.

The dynamic programming method, on the other hand, produces general
resolution refutations. Thus, if 7 has a short refutation, one might hope to
find such a refutation by using such a method. Indeed, we shall see that for
certain contradictions, there exist dynamic programming proof search meth-
ods that are extremely efficient (polynomial time). The main disadvantage
of the method is the large space it might use. If we wish to save all possible
resolution consequences we might require space that is exponential in n.

We conclude that understanding the relation between (minimal) general
and tree-like refutation size will help us understand the relative efficiency of
these two proof search methods. Formally, for a fixed contradiction 7 let
S(T) (S7(T) resp.) be the number of lines in a minimal general (tree-like
resp.) refutation of 7, and let w(7 F 0) be the size of the largest clause in a
refutation of 7. We are interested in measuring the gap between S and Sr,
and in this paper deliver the following couple of messages. The first message
is that the gap can be very large. Let | 7| be the number of clauses in 7.

Theorem 1 (Lower Bound) There exists an infinite family of explicitly
constructible contradictions {T,} such that |T,] = O(n), S(T,) = O(n),
w(T, F0) =0(1) and Sr(T) = exp(Q(2)).

logn

It is easy to see that Sr < 2%. Our second message is that there is a
non-trivial upper bound on the gap, and it is almost tight:

Theorem 2 (Upper Bound) Sr(7) = eXp(O(%T%S(T))), for all CNF
contradictions T .

Theorem 1 is proved by giving a construction which associates to every
circuit (fan-in 2 DAG) G on n edges a contradiction 7 (G) with the following
properties.

1. T(G) has O(n) variables and O(n) clauses.
2. T(G) has general Resolution refutations of length O(n).

3. T(G) has Resolution refutations of width O(1) (i.e. all clauses in the
refutation have a constant number of variables).



4. Every tree-like Resolution refutation of 7(G) has length at least exp(P(G)),
where P(G) is the classical pebbling number of the circuit G.

The pebbling measure of a circuit G' is the minimal memory size needed

to carry out the computation described in the circuit G, on an input z, (both
G and z are given as inputs), assuming each gate output costs one memory
unit.

The construction of the contradictions is motivated by a special case

of it for the Pyramid graph of [BEGJ98|, which was in turn motivated by
[MR98]. We show that the pebbling measure of the graph G is an exponen-
tial lower bound on the tree-like size of refuting 7 (G). The connection of
pebbling to tree-like size allows us to use graphs that have a high pebbling
measure. Specifically, [CPT77] explicitly construct for every n a graph G,
of size O(n) satisfying P(G,) = Q(n/logn). This, combined with (1) and
the upper bound (2), gives a truly exponential separation between general
and tree-like Resolution systems (the previous best bound being the recent
exp(y/n) separation of [BEGJ98]. Finally, (3) means that for these con-
tradictions, the natural “restricted-width” dynamic programming algorithm
[BW99], that searches for a minimal width refutation, has polynomial time,
which is exponentially faster than any recursive method.

Theorem 2 uses techniques from [CPT77], who showed that if a Boolean

function has a circuit of size S then it has a circuit of depth S/log S. We use
similar techniques to show that one can “cut” any general refutation roughly
in half, by removing some of the middle lines. Then we construct a small
tree-like refutation, depending on the relative size of the “middle part” that
was removed.

The paper is organized as follows. After presenting the essential defini-

tions in section 2, we start by proving the lower bound (section 3), followed
by the upper bound (section 4). We end with a discussion of the applications
of these bounds to automated theorem proving (section 5).

2 Definitions

2.1 General

x will denote a Boolean variable, ranging over {0, 1}. Throughout this paper
we shall identify 1 with True and 0 with False. A literal over x is either x
(denoted also as z') or Z (denoted also as 2°). A clause is a set of literals,
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and a CNF formula is a set of clauses. A clause is viewed as the Boolean
function that is the disjunction of its literals. It is customary to write a
clause {¢1,...,4;} as {1 V...V 4. Analogously, a CNF formula is viewed as
the Boolean function that is the conjunction of its clauses. It is customary
to write a CNF {C,...,Cn} as C1 A ... A Cp,. We say that a variable x
appears in a clause C' (denoted z € C) if a literal over x is an element of C.
A CONF formula 7 is said to be satisfiable if there exists some assignment to
the Boolean variables, that sets it to 1. Otherwise the formula is said to be
unsatisfiable. Let T = {C1,C5...Cy} be a CNF formula over n variables,
a Resolution derivation m of a clause A from 7 is a sequence of clauses
7w = (D1, D, ... Dg) such that the last clause is A and each line D; is either
some initial clause C; € 7T or is derived from previous lines using one of the
following rules.

Resolution Rule: If C, D are clauses and x is a variable such that z € C
and T € D, we say C,D are resolvable on x and their resolvent is
CUD —{z,z}. C,D are called the assumptions of the derivation and
CUD —{z,z} is the consequence.

Weakening Rule: If C', D are clauses then C'U D is a weakening of C. C
is the assumption and C' U D is the consequence.

A resolution refutation' of T is a resolution derivation of the empty clause
0 from 7. The following theorem is the fundamental property of the reso-
lution proof system. A CNF T implies a clause C (denoted 7 = C) if all
assignments that fix 7 to 1 also fix C' to 1.

Theorem 3 (Implicational Completeness) Forany CNF T and any clause
C, T = C iff there is a resolution derivation of C from T. In particular, T
1s unsatisfiable iff it has a resolution refutation.

A circuit is a Directed Acyclic Graph, in which each vertex has fan-in 2
or 0. A vertex with fan-in 0 is called a source, and a vertex with fan-out 0 is
called a target. All non-source vertices are called internal vertices.

A derivation 7 yields a circuit G, with || vertices. Each vertex of G is
labeled by a clause of 7, and for derivation steps edges are added from the

! Throughout this paper we will only discuss derivations and refutations in the Resolu-
tion proof system. Hence a derivation is always a resolution derivation and a refutation is
always a resolution refutation.



vertices labeled by the assumptions to the vertex labeled by the consequence.
A derivation 7 is called tree-like if G is a tree; A tree-like derivation may
have multiple sources labeled by the same initial clause in 7. The size of the
derivation 7 is the number of lines (clauses) in it, denoted S,. S(7) (S¢(T))
is the minimal size of a (tree-like) refutation of 7. Notice that since every
tree-like derivation is also a general derivation, we have S(7) < Sr(7). On
the other hand, it is not hard to see that any general derivation of size S can
be converted to a tree-like derivation of size at most 2°, giving the trivial
upper bound Sy (7) < 257,

2.2 Restrictions

For C a clause, z a variable and a € {0, 1}, the unit restriction of C setting
T to a is:

C if x does not appear in C
Clz=a et ) if the literal z® appears in C
C\{z' %} otherwise

A restriction is a set of distinct unit restrictions. Namely, a restriction p of
size k is set of ordered pairs p = {(z;,,a1) ..., (z;,ax)}, where i; # i; for
all distinct 7, 5" € {1,...k}, and a; € {0,1}. For p a restriction of size k, we
define
Clp = Clasy=arlriy=as - - - lasg =

Similarly, 7, o {C|, : C € T}. Form = (Cy,...C,) a derivation of Cj
from 7 and p a restriction, let 7|, = (C1, ... C%) be the restriction of 7 on p,
defined inductively by:

Ci|p CieT

C, v Ci,  C; was derived from Cj, V y and Cj, V § via one
resolution step, for j; < js <4

CiVv Al, C;=C;V Avia the weakening rule, for j <

=

The consequence of resolving a clause B with 1 is defined to be B. We shall
assume w.l.o.g. that m|, does not contain the clause 1, by removing all such
clauses from 7|,.



2.3 Width

DEFINITION 4 (Clause width) The width of a clause C, denoted w(C), is
the number of literals appearing in it. The width of a set of clauses is the
maximal width of a clause in the set, i.e. w(T) = maxcer{w(C)}.

DEFINITION 5 (Proof width) The width of deriving a clause A from the
formula T, denoted w(T + A) is min, {w(7w)}, where the minimum is taken
over all derivations m of A from T. We also use the notation T +F, A to
mean that A can be derived from T in width w. We will be mainly interested
in the width of refutations, namely in w(T F 0).

2.4 Decision Trees

Let 7 be a CNF formula. A search problem for T is the following: given an
assignment « to the variables, find a clause C' € T such that C(a) = 0, if
there is such a clause, and otherwise (i.e. 7 () = 1) answer 1.

DEFINITION 6 (Decision Trees for CNF' Search Problems) A Decision Tree
s a binary tree, with internal vertices labeled by variables, edges labeled by
0 or 1, and leaves labeled with the possible outputs. Every assignment to the
variables defines a path through the tree in the natural way, and the label
at the end of the path is said to be the output of the decision tree on that
assignment.

We say that D is a Decision Tree for the Search problem for T if it
correctly solves it on every input.

For T a CNF formula, let Sp(T) denote the minimal size of a Decision
Tree solving the CNF Search Problem for T .

Decision trees for CNF search problems are closely related to tree-like
resolution, as the following lemma shows.

Lemma 7 For T an unsatisfiable CNF, Sp(T) = Sp(T)

Proof: The Tree of the resolution refutation is a decision tree, where each
internal vertex is labeled by the variable resolved upon at that step. Hence
Sr(T) < Sp(T)-

For the opposite direction, we claim that given a decision tree, we can
derive from it a tree like refutation without increasing its size. Notice that if
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T is unsatisfiable, every leaf is labeled by a clause, since 1 is not a legitimate
answer. We look at two leaves labeled C;, C;, with their father v labeled z. If
x does not appear in one of the two clauses (w.l.o.g. C;), then we may label
v with Cj, erase its sons, and make the tree smaller. Otherwise, w.l.o.g. =
must appear in C; in positive form and in C} in negative form. In this case
we may label v with the consequence of resolving C;, C; on z. Continuing in
this way up through the decision tree we conclude that Sp(7) > Sp(7). U

2.5 Pebbling

The pebbling measure of a circuit is, intuitively, the space needed for simu-
lating the computation of the circuit on a Turing machine. For a thorough
introduction to results regarding pebbling, see the game excellent survey [P].
In this section we briefly state the essential definitions and facts that will be
used later on in our discussion.

DEFINITION 8 (Pebbling) Let G a circuit, and let S and T be subsets of the
vertices such all sources of G are included in S and the target is included in
T. S s called the set of starting points and 1" is the set of terminal points for
the following 1-player game. At any point in the game, some vertices of G
will have pebbles on them (1 pebble per vertez), while the remaining vertices
will not. A configuration s a subset of vertices, comprising just those vertices
that have pebbles on them. The rules of the pebble game are as follows.

1. At any time, a pebble may be placed on any vertex in S.

2. If all immediate predecessors of a vertex have a pebble on them, a pebble
may be placed on that verter.

3. A pebble may be removed from any verter.

4. If a pebble is placed on a vertex in T, the player wins and the game
ends.

A legal pebbling of T on G from S is a sequence of configurations, the
first being the empty set, the last containing some element of T', and in which
each configuration follows from the previous configuration by one of the rules.
The number of pebbles used in such a pebbling is the maximum number of
pebbles in any configuration. The pebbling price of T on G from S, denoted
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Pg(S,T), is the minimal number of pebbles needed in any legal pebbling of T
from S on G.

Notice that Pg(S,T) = 1 iff S and T intersect, and that Pg(S,T) =
P;(S,{t}) for some t € T. We remark that in this paper all vertices of the
DAGs considered have fan-in either 0 or 2.

2.6 A game for proving lower bounds on tree-like res-
olution

Lower bounds for size of tree-like resolution proofs can be given in terms of
a 2-player game; this description is due to [PI00]. Any small tree-like proof
will give a good strategy for one of the players, so a good strategy for the
other player yields a corresponding lower bound on proofs.

Let 7 be an inconsistent set of clauses. Consider the following game
between two players, the Prover, and the Delayer. In each round, the Prover
chooses a variable to be assigned a value. Then the Delayer chooses one of
0,1, or . If 0 or 1 is chosen, no points are scored, the variable is set to the
chosen bit, and the next round begins. If x is chosen, then the Delayer scores
one point, but the Prover then can choose the value for the variable. The
game ends when one of the clauses in 7 is forced to false by the assigned
values, i.e., when all the literals in the clause are assigned false.

Lemma 9 IfT has a tree-like resolution refutation of size S, then the Prover
has a strategy where the Delayer can win at most [log S| points.

Proof:  Fix a proof of size S. The Prover will maintain the following
invariant after each round: If the Delayer has scored ¢ points, then the partial
assignment will falsify a clause in the proof, and the sub-tree rooted at this
clause will be of size at most S/2'. In particular, this will show the claimed
bound on the number of points the Delayer can score.

Let C be the clause from the invariant at the previous round. If C' is a
leaf, then the game halts, since a clause in 7 has been falsified. Otherwise,
the Prover picks the variable x resolved on to derive C' from Cy and C] in
the proof. If the Delayer assigns the variable a value, at least one of the two
clauses Cy, (1 is falsified, and this is the new clause for the invariant. If the
Delayer chooses *, and scores a point, then the Prover chooses the value to
falsify the clause with the smaller sub-tree. This is at most half the size of
the sub-tree for the current clause, so the invariant is maintained. L]



Corollary 10 If the Delayer has a strategy which always scores r points,
then Sp(T) > 27.

3 Lower Bound

In this section we prove the lower bound of theorem 1, by explicitly present-
ing a family of contradictions that achieves the lower bound. The family of
contradictions is a generalization of [MR98] and [BEGJ98|. For these contra-
dictions we expose a connection between pebbling and tree-like Resolution.
We start by defining these contradictions.

DEFINITION 11 (Pebbling Contradictions) Let G be a circuit, and S and T
subsets of vertices. Associate a pair of Boolean variables z(v)g, x(v); with
every vertex v € V(G). Pebgsr, the Pebbling Contradiction of G is the
Boolean formula consisting of the following clauses:

Source Axioms: z(s)y V z(s); for each s € S.
Target Axioms: Z(t)y and Z(t); for eacht € T

Pebbling Axioms: (z(u1), A z(u2)p) — (x(v)o V x(v)1) for ui,us the two
predecessors of v, and all a,b € {0,1}. This is equivalent to the clause
T(u1)a V Z(u2)p V 2(v)o V x(v)1.

Notice that Pebg s is a 4-CNF over 2|V| variables, with O(|V]) clauses.
Since by definition all sources of G appear in S, and the target of G' appears
in T, it is not hard to see that Pebg s is unsatisfiable. Furthermore, it has
a short, constant width resolution refutation.

Lemma 12 For G a circuit, S(Pebg,sr) = O(|V]) and w(Pebg,sr - 0) < 6.

Proof: Fix a topological sort of G. In order of this sort, we derive z(v)o V
z(v); for each v € V. If v has no predecessors, v € S, so this is an axiom.
If v has two predecessors, u; and uy, we have inductively derived z(uq)o V
x(u1)1, and z(ug)g V x(uz);. Together with the four Pebbling Axioms for
v, these imply the clause z(v)o V z(v);. By the implicational completeness
of Resolution (theorem 3) there is a derivation of x(v)y V z(v); from the
above mentioned clauses. This derivation has constant width and size, since
it involves at most 6 variables. Hence, starting from the Source Axioms, one
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can infer z(t)o V x(t);, for a target ¢ € T, in constant width and size O(|V]).
Then, resolving with the Target Axioms, one derives 0. (]

The following theorem is the main result presented in this section, and it
immediately implies theorem 1.

Theorem 13 Sy (Pebg gr) = 2UFa(ST),

Proof [Theorem 1]: Lemma 12 shows that for any circuit G, the pebbling
contradiction based on G has a linear size, constant width, general resolu-
tion refutation. [CPT77| present an infinite family of explicitly constructible
circuits {G,,}, with |V(G)| = n and Pg(S,T) = Q(n/logn). Taking the
Pebbling contradictions of these graphs, theorem 13 implies a lower bound
of 284n/108n) opy the tree-like refutation size, completing the proof of theorem
1. ]

The rest of this section is devoted to the proof of theorem 13. We use
Corollary 10; we give a strategy for the Delayer that achieves at least
P;(S,T) — 3 points on Pebg s r-

The strategy is as follows: Set S’ = S, 7' = T. On each round, the Prover
proposes a variable z(v);.

The Delayer’s response is as follows:

Case 1 If v € T', assign the variable 0.
Case 2 If v € §' assign the variable 1.

Case 3 Ifv ¢ S'UT’, and if Pg(S', T'"U{v}) = P5(S’,T"), assign the variable
0 and add v to 1"

Case 4 Ifv ¢ S'UT", and if Ps(S",T'U{v}) < Pg(S',T"), respond * (letting
the Prover assign a value) and add v to S'.

We prove that the strategy above earns the Delayer at least Pg(S,T) — 3
points by showing that Pg(S’,T") only decreases by the number of points
earned, and is at most 3 at the end of the game.

Lemma 14 When the game terminates, Pg(S',T') < 3.

Proof: Note that, if any variable z(v); is set to 1, it happened either in
Case 2 or Case 4, and in either case v € S'. Similarly, if both z(v)e and z(v),
are assigned 0, the first to be assigned was either via Case 1 or Case 3, and
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so v € T' . (If the first to be assigned fell under Case 4, v would be put in
S’, and the second variable would have been assigned 1 via Case 2.)

So a source axiom will never be violated for s € S C S’, because both
variables will not be set to 0, and similarly, a target axiom will never be
violated for t € T C T". So at the end of the game, a a pebbling axiom is
violated, say for node v with predecessors u and u’. To be violated, both
z(v)o and z(v); must be set to 0, so v € T". Also, at least one of z(u), and
x(u); must be set to 1, so u € S'. Similarly, v’ € S’. So to pebble 7" from
S’ using three pebbles, simply place a pebble on both v and «', and then on
t. []

Lemma 15 For any v € V and any sets S, T, Pg(S,T) < max{Pg(S,T U
{v}), Pa(SU{v},T) + 1}

Proof: One way to pebble T from S is to first pebble T'U {v} from S,
using Pg(S,T U {v}) pebbles. If the result is a pebble in T, stop, otherwise
the final configuration has a pebble on v. Keeping that pebble on v, remove
the other pebbles, then simulate a pebbling of 7" from S U {v}. This second
stage uses a total of Pg(S U {v},T)+ 1 pebbles. O

Lemma 16 After any round, if the Delayer has scored p points, Pg(S',T") >
PG(Sa T) — P

Proof: At the beginning of the game, both sides are Pg(S,T). Note that
the only case when Pg(S’,T") changes is in Case 4. In this case, Pg(S',T" U
{v}) < Pg(S',T") at the beginning of the round. By Lemma 15, this means
P (S'"U{v}, T") > Pg(S',T") —1. Since in Case 4, the Delayer scores a point,
and v is added to S’, this preserves the invariant. (]

Corollary 17 Using the strategy described, the Delayer scores at least Pg(S,T)—
3 points.

Corollary 18 Any tree-like resolution proof of Pebg, s has size Q(2F¢ba(ST)),

4 Upper Bound

In this section we prove that the gap presented in the previous section cannot
be “too large”. Specifically, we prove theorem 2. This shows that the lower
bound stated in theorem 1 is nearly optimal.
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The theorem will be proved by explicitly constructing a small size tree
like refutation of 7 given a small size general refutation. We shall limit our
attention only to “hard” contradictions, for which the gap between tree-like
and general size is maximal, and bound from above the refutation size for
these inputs.

In order to prove theorem 2, we shall work with a different size mea-
sure, hereby defined. This measure, inspired by [HPV77, CPT77|, counts
the number of internal edges in the graph of a minimal refutation, and is
closely connected to the standard size measure S defined above. For techni-
cal reasons we will restrict ourselves to proofs 7 such that G; has maximal
fan-out 2. This is not a big limitation, because any proof 7 can be converted
to a proof 7’ such that G, has fan-out 2, where the size of 7’ is at most twice
the size of w. (If C' is used as an assumption in k derivation steps, make k
copies of C using the weakening rule).

DEFINITION 19 (Internal Size) An internal vertex of a DAG is any non-
source vertex. An internal edge in a DAG connects two internal vertices.

For G a DAG, e(G) is the number of internal edges in G. For T a CNF
contradiction, define the internal size of refuting T to be:

e(T) o min{e(G,) : 7 is a refutation of T and G, has mazimal fan-out 2}

We define f(e) to be the mazimal tree-like size of refuting T, given that T
has a refutation with internal size e. Formally:

f(e) € max{Sp(T) : e(T) < e}

T is called e-maximal if e(T) = e, Sp(T) = f(e), and removing any clause
from T enlarges e or makes T satisfiable.

We start by proving two lemmas that will be used in the proof of the
main theorem.

Lemma 20 f(e+1) <2f(e).

Proof [Lemma 20]: Let 7 be an e+ 1-maximal contradiction, and let 7 be
a refutation of 7 having e+ 1 internal edges. Let C be a clause of 7 that is a
consequence of resolving two axioms A, B € 7T, and is involved in at least one
internal edge. (The proof has at least one internal edge. Repeatedly backing
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from the current node to any internal predecessor, starting at the source of
this edge, we eventually get to a minimally internal vertex, which must be
labeled by such a C.) Let 7" =T U{C}. T’ has a tree like refutation 7" of
size at most f(e), since deleting the derivation of C' from 7 gives a refutation
of 7' with < e internal edges. Adding the derivation ATB to T" whenever C
appears as an axiom in 7", will be a refutation of 7 which is at most double
the size of T". ]

Let (Stn) o ym (") For m > n let (" ) & o,

g <m

Lemma 21 Given a CNF formula with m clauses and n variables, there is
a decision tree solving the CNF search problem, with size at most <’:n)

Proof [Lemma 21]: Consider the following strategy for the CNF search
problem. In every step, we have a partial assignment p , we query a variable,
and add its value to p. If at the beginning of a step, p has forced any clause
to be false, we stop and output that clause. If p has forced all clauses to be
true, we stop and output ”true”. Otherwise, we choose the first clause whose
value is not forced, and query the first variable in that clause whose value is
not assigned.

In each step of the above strategy, there is one value for the query that
satisfies the current clause. Along any path of the decision tree, the satisfying
value can be chosen at most m times before all clauses are forced to true, and
the decision tree terminates. Thus, a path in the tree can be described by a
sequence of n bits with at most m 1’s, where 1 means, assign the satisfying
value, and 0, assign the other value. Therefore, there are at most ( <’;n) such
paths.

Next, we wish to show that any G, can be split “in half” ) into two
derivations, each having roughly half the number of internal edges appearing
in the original G.

DEFINITION 22 (Topological Partition) Let vy ...vs be a topological ordering
of the vertices of a circuit G. For 0 <i < S, let Vy(i) = {v1,...,v:}, and let
Vi(i) = {vit1,---vs}. Let Go(i) (G1(i) resp.) be the subgraph of G induced
by Vo(z) (Vi(i) resp.). Let eo(i) (e1(i) resp.) be the number of internal edges
in Go(1) (G1(7) resp.). Let M; be the set of internal vertices of Vy(i) that are
connected to vertices in V1 (i), and define m; = | M;].

An internal vertex of Gy(i) is also an internal vertex in G, thus M; is
a subset of the internal vertices of G. Notice that 7 = (Cy,...,Cs) is a
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topological ordering of G. If V;(3), Vi (¢) is a topological partition of G, then
Vo(7) is a resolution derivation from 7, and V; (i) is a resolution refutation

Lemma 23 (Existence of an Equal Topological Partition) [CPT77] For
V1 ...Vg a topological ordering of the vertices of a single-target circuit G- with
mazimal fan-out 2, there exists a partition of G such that |ey(i) — e1(i)| < 2.
Such a partition is called equal, and for an equal partition, ey(i) < S 4 2.

Proof: ey(0) =0, eg(S) = eand ey(i+1) < eg(i)+2, since adding the vertex
vi+1 to V(i) increases the number of internal edges in V(i) by at most 2 (G
has maximal fan-in 2). The fan-out of G is at most 2, so e;(i+1) > e1(i) — 4,
since removing v;4; from V; (i) can transform at most 2 internal vertices of
G1(7) into source vertices of G (i + 1), and each of these two new sources has
fan-out at most 2, meaning at most 4 internal edges are removed from G(7)
when v;1; is removed. Hence, there exists an ¢ such that |eg(¢) — e1(7)| < 3.
G has a single target, so every vertex in M; is connected to at least one
vertex in V;(i). Hence e(G) > eg(i) + e1(i) + m;, and eg(z) < &=2t3, m
We are ready to prove the main theorem of this section:

Theorem 24 There exists a constant ¢ > 0, such that for all integers k > 4,
f(ka) < 2c-2k-1og1c

Proof: By induction on k. Let ¢ > 8 be large enough that the claim is
true for all £ < 4, and assume the claim holds for all values smaller than
some fixed k > 4. Let e = k2F. We assume 7T is a CNF in n variables which
has a refutation with at most e internal edges, and show how to construct a
tree-like refutation of size 26218k,

First, if n > e, there is some variable z never resolved on in the proof.
Deleting  and any clause containing = from the proof makes it only smaller,
and keeps it a refutation. So without loss of generality, we assume n < e.

Let m = (C1, Cy, ... Cs) be a refutation of 7, such that G, has e internal
edges. Let my, 71 be the equal partitioning of 7 at some 1 < ¢ < S, denote
eo = eo(i),e1 = e1(7) and m = |M;].

Given the partition, we present two alternative methods for constructing
tree-like refutations of 7. We choose our method according to the size of m:

m > 2F - The Brute Force method Each clause C' € M; was derived by

a derivation with at most eg < ™ + 2 < (k — 1)25 ! + 2 internal
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edges (by lemma 23), hence it has a tree like derivation of size at most
F((k—1)28"1+2) < 4f((k—1)2F1) (by lemma 20). We replace m; with
a tree-like derivation, that, similarly, has size at most 4f((k — 1)2F 1),
and then replace each axiom C' € M; by the tree-like derivation of size
at most 4f((k — 1)2%71). The total size of this derivation is at most
16f2((k — 1)2%1). Using induction we get:

16f2((k; _ 1)2k—1) S 24+02k log(k—l) S 262k logk
The last inequality is true for ¢ > 8 and k£ > 4.

m < 2¥ - The Intelligent method By lemma 21, there is a decision tree
D of size at most ( <’;n) solving the CNF search problem over M; (M;
may be satisfiable). Look at a leaf v of D. If v is labeled C' € M;, using
lemma 23 we claim C can be derived from 7 by a tree like derivation
of size at most f(5™ + 2) < 4f(%5™) (the previous inequality uses
lemma 20 again), and we plug into v this “small” tree-like derivation.
Otherwise v must be labeled 1. This means that the restriction p
defined by the path leading to v, satisfies M;, and hence m|, is a
refutation of 71, with at most ™ + 2 internal edges (lemma 23).
Hence, there is a tree like refutation of 7, of size at most 4f(%5™)

(lemma 20). This can be transformed into a derivation from 7 of C,,

the clause which contains all literals set to 0 by p, without increasing its

size. Plugging the tree-like derivation of C, into v, for every v labeled 1

in D, transforms D into a tree-like refutation of 7. We need only show

that the new tree-like refutation is not too large. Its size is bounded

by:
n k2F —m
< . e 1
<() = )
n<e+1,so
k2% +1 k2k —m
< . 2
< (") e )
k>4 and m < 2*, so
k2k K2k —2F 92k _m
§2’“+1<m>-f( 5t 5 ) (3)
By lemma 20
k+1 k2" L p2ism _ 1)9k-1
<ot (M) 0% (k- 2t @



k2k

k+1
(12

)f((k 12t (5)

(because (&)2% is monotonically increasing in m for m < r/4, and
m < 2F < k2%/4, we can substitute m = 2F to upper bound the
quantity)

< 2k+1(4k)2k . 9c2¥ " log k-1 (6)

< 9k+1+2:25+2%-(log k) +(1/2)c(2" log k) (7)
_ 2k+1+2k-(2+1ogk(1+c/2)) < 202"’-logk (8)

The last inequality follows for £ > 4 and ¢ > 8.

We are now set to prove theorem 2.
Proof [Theorem 2]: Let 7 be a contradiction, and 7 be its minimal size
refutation, with S(w) = S(7) = S. Let #’ be the minimal size refutation for
which G+ has maximal fan-out 2. By our discussion in the beginning of this
section, |7'| < 2S. Hence e o e(Gp) < 4-85, because at most two internal

edges enter a vertex of Gp. Set k % [log 102561. Clearly e < k2%, and recall

that f(e) is monotonically increasing, hence:

Slog 1055)

Sr(T) < fle) < f(k2") = 20582
U]

5 Applications to Automated Theorem Prov-
ing

Some of the most extensively used and investigated methods for proving un-
satisfiability of CNF formulas, are called Davis-Putnam procedures. Actu-
ally, these procedures are derived from a system devised by Davis, Logemann
and Loveland [DLL62|, and hence we will refer to them as DLL Procedures.
A DLL procedure relies on choosing a variable z (called the splitter), and
trying to refute T |,—r and T |,—F recursively.

16



If T is unsatisfiable, DLL(T) terminates providing a tree-like resolution
refutation of 7. The DLL procedure is actually a family of algorithms; an
algorithm in the family is specified by a rule that determines the choice of
splitter at each recursive step.

A different method is to seek a minimal width refutation. Algorithms for
finding such refutations are well-known in the Al community ([Sel95]), but
were given additional theoretical motivation by [BW99]. (See also [BP96]).
One algorithm to do such a search can be described as follows:

A(T)
fix w=20
Repeat {
If0e 7 end
Else {
increase w

repeatedly derive from 7 all clauses of
width < w and add to T

}
}

Algorithm A has running time bounded by n?®(7"9) because this is
the maximal number of different clauses that will be encountered. A sim-
ple consequence of this observation, is that the pebbling contradictions pro-

vide concrete examples for which algorithm A exponentially outperforms any
DL L-procedure.

THO

Theorem 25 Let DLL be any implementation of a DLL procedure. There
exists an infinite family of unsatisfiable CNF formulas T such that Time(DLL(T))
is exponentially larger than Time(A(T)), i.e., exp(Time™ M Time(A(T))).

Proof: We use the notation of section 3. Take 7 = Pebg s a circuit G
with high pebbling measure P (S,T) = |V|/log|V| By lemma 12

Time(A(T)) = |V|°W
By theorem 1, any tree-like refutation of 7, must have size at least

o ragrry)

Since the run time of any DLL procedure is bounded from below by the size
of its output, which is a tree-like refutation, the theorem follows. L]
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6 Open Problems

One result of this paper is that for all CNF's

Sloglog S

<
ST > eXp( IOgS )
Another result is that for some CNF's
S
<
eXp(logs) = ST

Can the gap between the two bounds be closed ?

Hopcroft, Paul and Valiant proved that any circuit with n vertices can be
pebbled with O(n/logn) pebbles [HPV77]. Thus, one cannot hope to find
“harder” graphs whose pebbling measure will match our upper bound. The
analysis we perform is locally tight, so it seems that using our techniques
one cannot obtain better results. Finally, we do not have good intuition as
to which of the two bounds (if any) is the right one.
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